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Security is hard, and teaching security can be even harder. Here we describe a public educational activity to assist in the instruction of both students and developers in creating secure Android apps. Our set of activities includes example vulnerable applications, information about each vulnerability, steps on how to repair the vulnerabilities, and information about how to confirm that the vulnerability has been properly repaired. Our primary goal is to make these activities available to other instructors for use in their classrooms ranging from the K-12 to university settings. A secondary goal of this project is to foster interest in security and computing. All project activities may be found on the project website [2].

The mobile revolution has allowed anyone with a basic understanding of development to upload their applications (“apps”) to an app store, making them available to millions of potential users. With extreme openness comes great danger—inexperienced developers have the capability to create vulnerable apps that can negatively affect millions of users. Additionally, experienced developers can and do make mistakes due to the challenging nature of creating secure software.

Developers inadvertently create vulnerable software for a wide range of reasons—simple errors, ignorance of how to create secure apps, or a lack of understanding of the importance of secure app development. In order to help educate developers about the importance of secure app development as well as how to create secure apps, we have created a public sample set of vulnerable Android apps. Each example contains a clear demonstration of the negative ramifications of the vulnerability, steps to repair the vulnerability, and posted actions to ensure that it has been resolved.

We have two primary goals for the project. First, we believe that it’s important to educate Android developers about the specific example vulnerabilities in our study. Second, we aim to demonstrate the importance of security on a more general level for the extremely diverse set of Android developers. We would like developers of all experience levels to become more interested in security through hands-on examples.

There were two primary concerns which lead us to create this repository:

- **Development Effort.** Creating activities, especially those with vulnerabilities can be a long and difficult process—something which many instructors do not have the necessary resources to build. The availability of these activities frees instructors to do what they do best, teach. Additionally, since these activities will be refined through
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The user is then provided with information on how to repair the vulnerability, which includes any relevant code snippets and proper information about how the introduced new (defensive) coding practices protect against the vulnerability. Our documentation also provides clear steps on how to repair the vulnerability within the provided app.

The final step has the user attempt to re-test whether the vulnerability still remains within the app (i.e., the vulnerability should not no longer exist). The concluding portion of the activity provides several important benefits to the user including demonstrating the importance and proper procedures of basic security testing, providing a sense of accomplishment for the user.

Here are some of the activities, along with their anticipated experience/difficulty level.

- **Activities Access** (Beginner). Security issues arise when people try to access specific unauthorized activities. An example could be a bank app where users try to access a balance management activity without properly logging into the system.
- **Intent Protection** (Beginner). Android uses “intents” to pass data between apps, for examples between the Facebook and Facebook Messenger apps. Data passing between these apps may be easily (and improperly) read by other apps. This module explains how to protect information being sent via intents between apps.
- **XML** (Beginner). Since XML is very easy to read using reverse engineering, it is best to avoid saving important information such as AdS code or Map Code within XML files.
- **Android Javascript** (Medium). This activity demonstrates the negative implications of using JavaScript in WebView to pass data from an Android app to a server. This is considered bad practice because anyone could use malicious JavaScript code on their website to gain private user information associated with the app.
- **Broadcast** (Medium). Broadcast data sent by the app is easy to access from any other app in the system, so when Broadcasting to specific apps, the data should be encrypted. Intercepted unencrypted Broadcasts could lead to serious security and privacy issues.
- **Data Storage** (Medium). When an app does not secure storage data such as data files, shared references, and databases (i.e., SQLite), it has the potential to be read by any other app. This means that important information stored in these files (such as a database connection information) should be encrypted.
- **Data Over HTTP** (Medium). Data that moves over an unencrypted HTTP (internet) connection is vulnerable to “Man in the Middle” attacks. One example of this is credit card information, which if passed over an unsecure connection, could be intercepted midstream.
- **DOS** (Medium). Denial of Service (DoS) attacks are a common problem with Android, because a malicious party could create an overwhelming number of (HTTP) requests directed towards a specific server. The environments must be managed to make them less vulnerable to these types of attacks.
- **Ad Libraries** (Advanced). In-app advertisements (“ads”) libraries are able to use all of the permissions given to the app which contains the ad library, even the people who did not give this permission to the ad library itself. This can open up various security and privacy issues within the app including ad libraries collecting sensitive user information such as locations or contact info.
- **Content Providers** (Advanced). Content providers share data between apps, and any app in the system can access the “content providers” database. Because of this, data stored here must be kept secure and encrypted so that it can only be read by an authorized app.

Although there are many more families of Android vulnerabilities, we have initially selected these for several reasons including their prevalence in existing apps, their ease of demonstration, and their potential for negative ramifications.

**CONCLUSION**

We have created a publicly available instruction set of vulnerable Android apps which includes ten groups of vulnerabilities. Our goal is for instructors to adopt these activities in a diverse set of courses, allowing users of varying experience levels to examine, demonstrate, and repair common Android vulnerabilities. All course materials can be found on our project website [2].
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**Other Android-related research projects by the authors**

1. Darwin Project: A tool which downloads, analyzes and reports on several key analytics about Android apps including: Reported JUnit errors, adherence to coding standards, utilized permissions, over permissions and under permissions. To date, the project has analyzed over 70,000 Android apps.
2. Androsec Project: Collects and analyzes Android version control repositories from F-Droid. In addition to various security and quality results gathered from static analysis tools, we’ve also collected version control information such as commit messages from the GIT repositories.
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