Investigation of the Benefits of Interlocked Synchronous Pipelines

Sabrina Rose Levitan
srl8049@rit.edu

Follow this and additional works at: https://scholarworks.rit.edu/theses

Recommended Citation

This Master's Project is brought to you for free and open access by RIT Scholar Works. It has been accepted for inclusion in Theses by an authorized administrator of RIT Scholar Works. For more information, please contact ritscholarworks@rit.edu.
INVESTIGATION OF THE BENEFITS OF INTERLOCKED SYNCHRONOUS PIPELINES

by
Sabrina Rose Levitan

GRADUATE PAPER

Submitted in partial fulfillment of the requirements for the degree of MASTER OF SCIENCE in Electrical Engineering

Approved by:

______________________________
Mr. Mark A. Indovina, Lecturer
Graduate Research Advisor, Department of Electrical and Microelectronic Engineering

______________________________
Dr. Sohail A. Dianat, Professor
Department Head, Department of Electrical and Microelectronic Engineering

DEPARTMENT OF ELECTRICAL AND MICROELECTRONIC ENGINEERING
KATE GLEASON COLLEGE OF ENGINEERING
ROCHESTER INSTITUTE OF TECHNOLOGY
ROCHESTER, NEW YORK
MAY 2019
To my family for supporting me throughout my time at Rochester Institute of Technology.
Abstract

The majority of today’s digital circuits use synchronous pipelines. As the technology nodes get smaller, these pipelines are facing problems with area, power, and timing. One of the major sources of power consumption is the global clock and stall signals. These signals have to be routed across large sections of the chip, and with regards to stalling the pipeline, often face significant timing issues. One solution, developed by Hans M. Jacobson et al., is “Synchronous Interlocked Pipelines”. This pipeline design combines synchronous pipelines with the handshaking of asynchronous pipelines. Asynchronous pipelines are less power intensive because they send acknowledge and request signals to neighboring stages that allow stages to turn off when not being used. Jacobson et al. use this handshaking technique to create local valid and stall signals instead of using global ones. To test the benefits of this design, an asynchronous pipeline, synchronous pipeline, and interlocked synchronous pipeline were built using a generic 45 nm library. Comparisons showed that while the asynchronous and interlocked synchronous pipelines took up 4 times more area than the synchronous pipeline, the asynchronous pipeline had the highest throughput of the three pipeline designs, followed by the interlocked synchronous pipeline. The synchronous pipeline had the worst throughput.
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Chapter 1

Introduction

Pipelines are an integral part to today’s circuits. By breaking up data paths into smaller stages, they increase throughput and efficiency. Pipelines can be designed to operate asynchronously or synchronously. Asynchronous pipelines have latches that are clocked by handshaking signals. The handshaking signals tell each individual stage when to start computing its data. Synchronous pipelines clock every latch by using a global clock network. Depending on the type of latch used (individual or a master-slave setup), the latches are either clocked on the same clock edge or the stages alternate between the positive and negative edge.

Synchronous pipelines are used in the majority of circuits. However, as transistors have gotten smaller, synchronous pipelines have been becoming more problematic. Global clock networks have to stretch across the entire chips. Wire delays are increasing, so these clock networks are slowing down the circuit and using up lots of power. In addition, signals used to stall sections of the pipeline take too long to reach the latches they need clock, which results in lost data.

To combat these problems, some designers have returned to looking at asynchronous pipelines. Since latches in these pipelines are clocked only by the latches directly adjacent to them, long
stall signals don’t exist. There is also no global clock network to eat up power. Overall, asynchronous pipelines consume less power than synchronous ones. Latches are only active when there is data to compute, and therefore don’t waste power storing unnecessary data.

Since current technology is based around synchronous pipelines, switching to asynchronous pipelines would be a long and difficult process. The biggest issue is that most of the tools used for developing large digital circuits only produce synchronous pipelines, and would have to be reworked to make the switch. This would take a lot of time and money.

Jacobson et al. [11] solved this problem by designing the interlocked synchronous pipeline. This pipeline adds asynchronous elements to synchronous pipelines, thereby utilizing the existing development tools while reaping the benefits of asynchronous pipelines. The aim of this paper is to explore the interlocked synchronous pipeline by comparing it directly to both asynchronous and synchronous versions of the same pipeline.

The structure of the paper is as follows: Chapter 2 is a literary review of pipeline research. Chapter 3 gives an in depth operation of each type of pipeline. Chapter 4 explains the pipeline design chosen for the comparison and the gates developed for it. Chapter 5 shows the layouts for each pipeline and explains the choices behind the layout structure. Chapter 6 goes over the results from testing each pipeline. Chapter 7 discusses what these results mean in a larger context. And finally, Chapter 8 concludes the paper.
Chapter 2

Literary Review

Asynchronous pipelines were first conceived of by David Muller in 1963 [12]. They can be broken down into two categories: static and dynamic. Static pipelines use latches to store data and handshaking logic to pass the data between the latches. The handshaking logic must be designed to meet the timing of the data path between each latch. Dynamic pipelines use a four-phase handshaking protocol to pass data between logic gates, skipping latches entirely. The lack of latches causes the dynamic pipelines to be faster, but they require more design work and are more susceptible to noise [12].

The general structure of a static asynchronous pipeline is shown in Figure 2.1.

![Figure 2.1: Block diagram of an asynchronous pipeline [1]](image)
Each stage of the pipeline is made up of a latch, control logic, and optionally combinational logic. The control logic is used to process the two handshaking signals: request and acknowledge. There are several different handshaking protocols.

The first protocol is single rail encoding. The “single rail” name is due to the fact that the handshaking signals are only one bit, either low or high. One wire is used for the data and another is used for the request signal. The request signal acts as a strobe to signal to the receiving latch that data is coming. The timing between the data being sent and the request signal going high must be carefully matched. When the receiver receives the data, it sends back an acknowledge on the same wire that the request signal used [1, 12].

Single rail encoding is used with the two phase handshaking protocol, which operates by using the rising edge of the request signal and the falling edge of the acknowledge signal to communicate that data is ready to be sent.

The other common protocol is four phase handshaking. As the name implies, this protocol has four phases:

1) The request signal is set high to tell the receiving latch that there is data to transmit. The latch sends the data to the receiving latch.

2) The receiving latch accepts the data and sets the acknowledge signal high.

3) The request signal is set low.

4) The acknowledge signal is set low.

The four phase protocol is simpler to implement than the two phase protocol, but requires extra power to set the request and acknowledge signals low after every data transmission [1, 2, 12].

This “return to zero” procedure can be hidden by implementing a Dual Control Path, which uses two control paths for the control logic. While one path is in the “return to zero” phase, the other one can continue to drive the request and acknowledge signals. Then, when that one
moves to the “return to zero” phase, the first control path takes over [13]. While this method increases the throughput and timing of the pipeline, it does add additional area and control logic.

Figure 2.2 shows the waveforms for the 4 phase protocol and the 2 phase protocol.

To coordinate the handshaking signals, gates called Muller C-Elements are used. C-Elements use the request and acknowledge signals to generate clock pulses for the latches. If the two inputs to the C-Element are the same value, the output will be that value. If the inputs are different, the C-Element retains its last value.

Figure 2.3 shows a CMOS implementation of the C-Element. The inputs are A and B and the outputs are C and C bar. Transistors M1 and M2 act as an AND gate and transistors M3 and M4 act as an OR gate. M5 and M8 act as a latch to store the data [2].

While the Muller C-Element is common for asynchronous pipelines, other alternatives exist. The GasP pipeline, which stands for Go Asynchronous Symmetric Pulse Protocol [14], uses the circuitry shown in Figure 2.4. GasP is a high speed design but requires complicated timing work to ensure that the data and control paths work properly together [15].

The circuitry consists of the handshaking control and the latch itself. In this figure, L is a signal generated by circuitry to the left, R is generated by circuitry to the right, A is an internal signal, and LE is the latch enable. The latch is the transistor and two inverters at the bottom of the figure [3].
Figure 2.3: CMOS C-Element [2]
Figure 2.4: GasP Circuitry [3]
Figure 2.5: Self-Controlled Pipeline [4]

The main component is the self-resetting NAND. When L goes low, the NAND will trigger the latch to store the incoming data. When R goes low, the NAND will disable the latch. It will not re-enable the latch until R goes high to signal that the circuitry to the right is done with the data [3].

Dynamic pipelines use their own handshaking logic circuits called completion detectors (CD). Figure 2.5 shows an example of a dynamic pipeline called the Self-Controlled pipeline.

The pipeline is made up of logic blocks, the rectangles, and CDs, the pentagons. The logic blocks take in a precharge signal from the CD. The CD uses an asymmetric C-Element. This C-Element is similar to the Muller C-Element but it has three inputs. The inputs are called “+”, “-“, or unmarked. If the unmarked and “+” signals are high, the output is high. If the unmarked and “-“ signals go low, the output is low. For other combinations, the output stays the same, as it did with the Muller C-Element. The output of the C-Element is the “done” signal, which states if the logic block has finished computing. If it has, it can accept new data [4].

A similar pipeline, the Self-Precharging pipeline, is presented in [16]. The done signal from the CD is used to precharge the dynamic logic in the logic block as well as the CD itself [16].
Another dynamic asynchronous pipeline is the high capacity pipeline. The pipeline design involves modifying dynamic logic gates so that they are able to store data. This is done by decoupling the pull-up and pull-down transistors. The pull-down transistors are controlled by the evaluate signal and the pull-up transistors are controlled by the precharge signal. Normal dynamic logic has both transistors controlled by the precharge signal [17].

If neither the evaluate nor precharge signals are high, the dynamic logic is in a new state called “isolate”. When in the isolate state, the logic gate cannot accept any new inputs. By putting gates into this state, the pipeline is able to store data without using latches [17].

The High Throughput High Capacity pipeline proposed in [5] builds upon this idea using the communication protocol shown in Figure 2.6.

Each stage goes through the evaluation phase, the isolate phase, and the precharge phase. When stage N finishes its evaluation phase, the CD puts it into the isolate phase. When stage N+1 finishes its evaluation stage, its CD puts it into the isolate phase and also sends a precharge signal back to stage N [5]. This precharge signal is effectively the acknowledge signal, saying that stage N+1 has received the data that stage N is currently storing, so stage N can move on and accept new data.

Asynchronous pipelines can also be used in wave pipeline designs. Wave pipelines are pipelines don’t use latches. Instead, the logic gates within the wave pipelined section are designed so that logic can propagate through them in a “wave”. The timing of the gates is carefully chosen so that data can move through it without getting overwritten by another wave of data behind it.

For an asynchronous wave pipeline, the request and data signals are physically linked together to keep them in sync. The request signal is used to control dynamic latches built out of transmission gate muxes, which use a similar principle of storing data in dynamic gates as the previous examples. These latches are inserted between every logic gate. The designers of the
Figure 2.6: High Throughput High Capacity communication protocol [5]
pipeline argue that while latches are normally not allowed in wave pipeline, a pipeline with only one gate between latches is inherently a wave pipeline because “the fine granularity keeps the waves coherent” [18].

On a bigger scale, asynchronous pipelines can be used to build microprocessors. While most of today’s processors are synchronous, several different types of asynchronous processors have been developed. One such processor is the Counterflow Pipeline Process (CFPP), developed in 1994. The main feature of this processor is that information flows in two directions [6, 19, 20]. This can be seen in Figure 2.7.

Instructions start by the program counter at the bottom of the figure. Each instruction consists of the opcode and the source and destination register information. The processor reads the source information and the values from those registers are sent down the pipeline from the register file. When the instruction and operands meet at a stage, the operation takes place. The instruction, which now contains the resulting value, continues towards the register file and eventually writes its value into the destination register. It also places the value into the results pipeline so it flows down towards the program counter. This way, if a new instruction needs that value, it will encounter it earlier in the pipeline than if it had to be fetched from the register file [6].

Alongside the two pipelines are functional units used to perform the instruction operations. These functional units, called “sidings”, are also pipelined. The first stage is a “launch” stage, used to move the instruction from the instruction pipeline into the siding. The final stage is the “return” stage, which returns the instruction to the pipeline. In between are stages used to do the computation. While sidings are not required for the CFPP, as operations can be performed by the main pipeline stages, they allow other instructions to be processed at the same time [19].

Another asynchronous processor is the A8051. This was developed to match the Intel 8051 synchronous processor. The A8051 is a five stage complex instruction set computer (CISC)
Figure 2.7: Counterflow Pipeline Processor block diagram [6]
Figure 2.8: Architecture of the A8051 [7]

processor. The five stages are instruction fetch, instruction decode, operation fetch, execution, and writeback. The processor has the ability to loop the operation fetch and execution stages for longer instructions. In comparison, the Intel processor has a longer pipeline to accommodate the longer instructions, which means there are often times when stages are sitting idle [7]. Figure 2.8 shows the architecture of the A8051.

A different approach to asynchronous processors is Globally Asynchronous, Locally Synchronous (GALS). GALS circuits consist of synchronous blocks that communicate asynchronously with each other. A GALS module is shown in Figure 2.9. The synchronous module is “wrapped” in a controller, which generates a clock based on the request signal of the previous block [4, 21].

One issue with merging asynchronous and synchronous blocks like this is “synchronization failure”. This is when a clock edge from the synchronous module occurs at the same time that data arrives from the asynchronous module. This may cause the circuit to enter a metastable state for an unknown period of time. Since a metastable state is a value between 0 and 1, the logic downstream could interpret it differently. This can lead to unwanted states occurring or incorrect data [22].

One solution to the synchronization problem is to use an asynchronously triggered ring
oscillator to control the clock. The asynchronous module uses a RUN signal to turn the synchronous clock on and off. This allows the asynchronous module to disable the synchronous module when a metastable event occurs. Once the event is over and the data reaches a known state, the clock can be turned back on [22].

Modifying the clock is another way to merge asynchronous and synchronous pipelines. One of the major benefits of asynchronous pipelines is that the delay is based off the average delay of the data path, while synchronous pipeline delay is based off the worst path delay [22]. Asynchronous pipelines are more efficient because they compute the clock pulses for their latches locally so that latches are enabled as soon as data is available.

The VariPipe [23] creates a clock with an adjustable frequency. The clock period changes every cycle to accommodate the current worst case delay. This allows data to move quickly through faster data pipes instead of being forced to wait because the clock is set slower for a currently idle portion of the circuit. When that idle part becomes activate, the clock will return to the slower frequency so the data path has time to complete its work [23].

Another option for dealing with the synchronous clock problem is to use double edge
triggered flip flops. The flip flops, which are pairs of latches, can store data at both the positive and negative edge of the clock. This allows twice the throughput at the same clock frequency, or allows the clock frequency to be scaled down 50% without loss of performance [9].

While this idea works, it is not practical because standard cell libraries and FPGAs do not support double edge triggered flops. A workaround is to use two regular latches, one clocked off the positive edge and the other off the negative edge of the clock, and then a multiplexer to select which data to use [9]. Figure 2.10 shows this arrangement.

Instead of dealing with the clock or interfaces between asynchronous and synchronous modules, some designers have attempted to convert synchronous circuits into asynchronous ones. This would allow the designers to use the common synchronous pipeline development tools while still gaining the benefits of asynchronous pipelines.

One option is to develop the synchronous pipeline and then completely convert it over to an asynchronous design. This is done by replacing the synchronous registers with asynchronous
ones and adding in the handshaking signals, while leaving the combination logic untouched [10]. The full replacement strategy can be read about in [10]. Presented here is an abbreviated version.

The conversion process starts by replacing every flip flop with a latch and a handshake controller. Then it creates a request network by connecting the request signals from the controllers together. Delay elements are added to the paths as necessary. Additional gates are inserted to deal with two paths that join together [10].

The second step is to create the acknowledge network. This is done by connecting the acknowledge signals in the reverse direction, again adding logic to handle paths that join together. This completes the conversion process [10]. An example can be seen in Figure 2.11.

A second option is to convert a synchronous pipeline into an elastic synchronous pipeline. An elastic pipeline adds handshaking signals to a synchronous pipeline. Instead of a request
signal, the elastic pipeline has a valid signal. This signal states if the data is valid or not. In the other direction is a stop (or stall) signal. This works as the opposite to an acknowledge signal and tells the previous stage to not send data [24].

One application of the elastic pipeline is in a self-timed bit serial control unit. Control units are often implemented as finite state machines. Instead, the unit can be built with handshaking signals. The control unit in this example acts as a shift register. Data is moved through the register in accordance with the handshaking valid/stall signals [25].

The elastic pipeline, also called an interlocked pipeline, will be explored in depth in the rest of this paper.
Chapter 3

Pipelines

Digital circuits are made up of data paths, where the input data travels through several logic gates and then arrives at the output. A simple example is shown in Figure 3.1:

This type of circuit is functional but inefficient. After the data has passed through the first gate, that gate sits idle until the next round of data can be entered. This is fixed by turning the data path into a pipeline by adding registers. A register is a latch or combination of latches that stores the data at the input whenever the latch is enabled. Once the input data has been "clocked" into the first latch and saved, new data can be entered into the pipeline and use the gates in the first stage while the original set of data uses the gates in the second stage. This

Figure 3.1: Simple Data Path
3.1 Asynchronous Pipelines

Figure 3.2: Pipelined Data Path

increases the throughput of the data path.

There are two main types of pipelines: synchronous and asynchronous. The type of the pipeline indicates how the latches are clocked. In a synchronous pipeline, all latches are clocked off the same signal and are thus synchronized with each other. In an asynchronous pipeline, the latches are clocked off local signals and therefore can be enabled and disabled out of sync with each other.

3.1 Asynchronous Pipelines

Asynchronous pipelines work by using handshaking signals. These signals connect each latch to its neighbors. The first signal is the request signal. This signal is sent by the preceding latch to say that it has data to send. The second signal is the acknowledge signal. This signal is sent by the next latch in the pipeline and says that it is ready to accept new data. Only when the request signal and acknowledge signal are both high - meaning that there is data to process and the next stage is able to accept that data - does the current latch turn on. This strategy saves power by only enabling latches when they are needed.

The handshaking signals are orchestrated by using a Muller C-element. The C-element has the following truth table:

When the request and acknowledge signals are both low, the latch turns off. When they’re
both high, the latch is enabled. When only one signal is high, the C-element remembers its last state. This means that once the latch turns on, it will continue to process data until both of its neighbors tell it to stop.

### 3.2 Synchronous Pipelines

Synchronous pipelines use a global clock signal to enable and disable their latches. When using a master-slave latch setup, every stage is clocked on the same edge of the clock signal. When using a single latch for each stage, the stages alternate between using the positive and
negative edges. This is done so that when the first latch is enabled and allows data to pass through, the data gets stopped at the second latch and doesn’t continue through the entire pipeline.

Since every stage is clocked off the same signal, the pipeline is forced to run at the frequency of that clock signal. The logic in each stage must be fast enough so that data can complete the path before the next clock edge. Otherwise the computation won’t finish and risks getting overwritten by the new data that was just let into that stage. These timing requirements are some of the biggest problems to solve in synchronous design.

Another major issue is power consumption. In asynchronous pipelines, latches are only active when they are needed for computation. In synchronous pipelines, latches are active at every clock edge, regardless of if they are needed or not. This leads to a lot of wasted power. A common solution is clock gating. Clock gating shuts down part of a circuit by disabling the latches when they aren’t needed. The signals used for clock gating often require a lot of computation, however, and have become some of the most timing critical signals in digital circuits.

Additionally, the clock gating signals face propagation issues. As they travel back through the pipeline to stall it, the signals must reach all the latches before the next clock edge arrives.
3.3 Interlocked Synchronous Pipelines

Figure 3.5: Stall Buffer within a Synchronous Pipeline [11]

Otherwise, data will get lost as one latch is stalled and keeps its data, but the preceding latch
should clocks in new data. This creates a "stall boundary". To fix this, stall buffers have to be added
at the stall boundary. The stall buffer stores a copy of the data that might be overwritten, and
a mux selects this data if it recognizes that the stall boundary caused data to be overwritten.
While this solution works, it requires adding additional circuitry which increases area and
power [11]. The stall buffer is shown in Figure 3.5.

3.3 Interlocked Synchronous Pipelines

The Interlocked Synchronous Pipeline (ISP) combines asynchronous and synchronous pipelines.
It starts with a synchronous pipeline, where each stage is clocked on opposite edges of the
clock signal. Then it adds handshaking signals that can locally stall a stage [11].

The first handshaking signal is a valid signal. The valid signal, similar to the request signal
in an asynchronous pipeline, travels in the same direction as the data. It is a single bit that tells
if the data is valid or invalid. This bit must be synchronized with its data, so it is also latched
3.3 Interlocked Synchronous Pipelines

The second handshaking signal is the stall signal. The stall signal is similar to the request signal in the asynchronous pipeline in that it tells an individual stage if it can send data or if it has to wait. Unlike the asynchronous pipeline, however, this stall signal stays synchronized with its data and is also latched with the data and valid latches [11].

Figure 3.6 shows the clock circuitry for the three latches. The global clock signal is used to gate the stall latch. It is also combined with the output of the stall latch, and the new signal is used to clock the valid latch. This stalls the valid latch if a stall has occurred. Finally, the clk/stall signal is ANDed with the incoming valid signal to clock the data latch. The data latch only stores new data if there is no stall and the data is valid [11].

The final piece of the circuitry is at the input to the stall latch. The stall signal is ANDed
with the valid signal, clearing the stall if the data is invalid. This is one of the advantages of the ISP: if a latch contains invalid data, there is no need to stall it. Instead, valid data can continue being fed through the pipeline until it hits the stall, thereby increasing efficiency and throughput [11].

The operation of the ISP is shown in Figure 3.7. The pipeline is four stages long and consists of latches L1, L2, L3, and L4. Each latch stage shows the data it’s storing (A-E) or invalid data (#). The value below the data is the state of the valid bit, and the value below that is the stall bit. The light gray areas show the invalid data. The dark gray shows the stall [11].

Data moves through the pipeline with every clock edge. When the stall starts, it travels back through the pipeline one stage at a time. When it encounters invalid data, the stall signal is cleared and the latch containing the invalid data is allowed to continue operating. This removed the invalid data in the pipeline and allows the valid B to catch up to the valid A. When B reaches the stall, its latch gets stalled and the stall continues down the pipeline. The next bit of invalid data is removed in the same way, allowing C to move forward in the pipeline. At this point the stall condition has been cleared through other means and the pipeline can continue moving. All of the invalid data has been removed and data A through C reaches the end of the pipeline. If the valid bits had not cleared the stall, the final output would have been A, #, and B. The throughput has therefore been increased [11].
Figure 3.7: Timeline of an ISP [11]
Chapter 4

Pipeline Design

Figure 4.1 shows a simple 4 bit 4 stage pipeline. This pipeline design was created and simulated as an asynchronous pipeline, a synchronous pipeline, and an interlocked synchronous pipeline. The three pipelines were made with a generic 45 nm library. By using the same pipeline design for all three pipeline variations, their advantages and disadvantages could be directly compared.

The pipeline was designed so that each stage has a logical depth of one logic gate. This keeps timing simple, as there is no need to worry about one path being slower than another. The stall signal is generated by the logic gate for the least significant bit of stage 3. The logic gates were chosen so that a stall occurs around 30% of the time. With this probability, random inputs are likely to pass through the pipeline unhindered, but enough stalls will occur so each pipeline’s stalling method can be observed. To clear a stall, a STALL_CLR signal must be asserted by the test bench.

Table 4.1 shows the truth table for the pipeline. Since the pipeline was designed to meet the 30% stall percentage, the final output values were not considered. This led to a small number of outputs: for the 16 possible inputs, there are only five possible outputs. Of these outputs,
bits 2 and 1 only go high for one output. This made the initial testing of the pipelines difficult. Bits 3 and 0 could be easily checked to verify that their logic and latches were correct by choosing inputs that toggled the output. Bits 2 and 1 could be checked the same way, but the only combination that set them high also set the stall. The stall had to be constantly cleared so it didn’t hinder the toggling.

The other issue with the pipeline design is that the logic serves no purpose. For a given input, there is no easy way to predict the output, like there would be if the pipeline was an adder or shifted bits. This problem only affected human readability of the waveforms. Instead of knowing quickly what the expected output was, or if the observed output was correct, the input/output table had to be used.
4.1 Gates

Given this pipeline design, the following logic gates had to be created: INV; NAND; NOR; AND; OR; C-element; latch and latch_n. Two versions of the latch were created: one that was triggered by the positive edge of the clock (latch) and one that was triggered by the negative edge of the clock (latch_n). Designing both latches saves area; instead of using inverters to negate the clock, the latch itself is built to use the negative edge.

The latches are built using pass transistors, as shown in Figure 4.2. The pass transistors are triggered by the clock, so when the clock rises, data can pass through the latch. When the clock falls, the data is stored. For the negative edge triggered latch, the inputs to the pass transistors are switched.

The schematic for the Muller C-Element is shown in Figure 4.3. By feeding the output back into the series of gates, the C-Element is able to remember its past state.
4.1 Gates

Figure 4.2: Latch schematic

Figure 4.3: C-Element schematic
Table 4.2 lists the width of all the gates. The height for every gate is 1.71 \( \mu \)m.

<table>
<thead>
<tr>
<th>Gate</th>
<th>Width [( \mu )m]</th>
</tr>
</thead>
<tbody>
<tr>
<td>INV</td>
<td>0.6</td>
</tr>
<tr>
<td>NAND</td>
<td>0.8</td>
</tr>
<tr>
<td>NOR</td>
<td>1.2</td>
</tr>
<tr>
<td>AND</td>
<td>1.2</td>
</tr>
<tr>
<td>OR</td>
<td>1.6</td>
</tr>
<tr>
<td>C-Element</td>
<td>5.4</td>
</tr>
<tr>
<td>Latch</td>
<td>2.2</td>
</tr>
<tr>
<td>Latch_n</td>
<td>2.2</td>
</tr>
<tr>
<td>ISP Stage</td>
<td>10.6</td>
</tr>
</tbody>
</table>

Table 4.2: Widths of gates
Chapter 5

Layout Design

The following sections describe the modifications needed to turn the pipeline design into each type of pipeline and how each pipeline was laid out.

5.1 Asynchronous Pipeline

For the asynchronous pipeline, handshaking logic was added to the pipeline. The handshaking logic was shown in Figure 3.3.

The main component is the Muller C-Element. The C-Element uses the request signal from the previous stage and the acknowledge signal from the next stage to generate the enable for the latch, as well that stage’s request and acknowledge signals.

The stall is initially taken from the input to the last latch for bit D. This is NANDed with the STALL_CLR signal and then ORed with the Reset signal to create the STALL_EN signal. The STALL_EN signal is ANDed with the output of the C-Elements for stage 3. The resulting signal is used to clock the stage 3 latches. This series of gates will disable the latch enable signal when there is a stall. To clear the stall, the STALL_CLR signal is set low.
If the system is in reset, the latches will automatically be enabled. This is done because the latch enable signal is also the request and acknowledge signals sent to the neighboring latches. Those signals need to be set high at the beginning of the simulation in order for the pipeline to run.

The asynchronous pipeline required additional logic for resetting the circuit. The request and acknowledge signals needed to be set high at the beginning of the simulation to ensure that data could move through the pipeline. Therefore, an OR gate was added to each of those signals, aside from the ones that were inputs into the pipeline, to force the signals high during reset. After reset, the data moving through the pipeline keeps them high as needed.

### 5.1.1 Layout

The layout for the asynchronous pipeline was designed with two goals in mind: keep the four gates for each set of handshaking logic close to their respective latches and place the cells so the data flows properly from one side to the other. To meet the latter goal, each stage of the pipeline was given its own row, with the input side on the left and the final output on the right. This would create four rows total, with each row following the format of latch-handshaking logic-combinational logic, repeated four times, with the stall logic at the end of the row. One row of this configuration is shown in Figure 5.1. However, having all the cells in one row would create a row about 50 um long, which is twice as long as the layouts for the other two pipelines. Additionally, there would be a high likelihood of congestion across the row because the handshaking signals would have to cross over all the other cells.

In Figure 5.1, LG stands for logic gate. Two of the four logic gates in each group are for ORing the acknowledge and valid signals with the reset signal. Another gate is the inverter for the acknowledge. The final gate is the logic gate associated with that stage.

To decrease the length of the layout, each stage was split into two rows. The top row would
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Figure 5.1: One row asynchronous layout

follow a latch-combinational pattern, while the bottom row would contain the handshaking logic. This would keep the handshaking logic close to the latches, while allowing the data to flow easily across the top row. While this layout plan meets both of the desired goals, the rows ended up very unbalanced in terms of length, with the top row being 12.6 um long and the bottom row being 36.8 um long.

To balance the two rows, a portion of the handshaking logic was moved into the top row. This put both rows at around 27 um. The final layout is shown in Figure 5.3.

For clarity, every other stage is colored gray. The logic gate to the left of each latch is the OR for the valid signal. The logic gate to the right of the latch is the logic gate for that stage. The last logic gate in the group is the OR for the acknowledge signal. The logic gates were placed in this way to minimize routing. The valid signal comes from the left, so it is placed on the left. The acknowledge signal comes from the right, so it is placed on the right. The logic gate for the data needs the output from the latch, so it is placed right next to it.

On the second row, the C-Elements are placed below their respective latches. The logic
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Figure 5.3: Two row asynchronous layout (balanced)

gate to the right is the inverter for the acknowledge. This layout places the signals close to the originating latches. The farthest required routing path is from the output of the data logic gate to the latch in the next latch row, below the C-Element row. There is no easy way to minimize that routing without compromising other paths.

Once the gates were laid out in this fashion, VDD and VSS rails were added to left and right side of the layout, respectively. Ideally, the input pins to the pipeline would be on the left and the output pins would be on the right, to match the data flow direction. Since the power rails were in the way, the pins had to be placed on the top and bottom. To minimize routing as much as possible, the pins for the first two stages were placed on the top and the pins for the second two stages were placed on the bottom. With this layout, the maximum distance a signal had to travel from latch to pin would be 3 rows. The final layout is shown in Figure 5.4.

The top row is a row with latches. The row below it has the C-Elements. This pattern alternates for the next six rows. The extra space on the right side was due to incorrect cell width measurements, which led to incorrect row width calculations. This does not affect the routing, as only VSS has to travel to that right side.
Figure 5.4: Layout of the Asynchronous Pipeline
5.2 Synchronous Pipeline

The synchronous pipeline is a 2-phase clocked pipeline. One clock signal is used to enable and disable every latch, and each stage of latches is clocked on the opposite edge of the clock. Instead of inverting the clock input for half the latches, the negative edge triggered latches are built to become transparent when the clock is low. This saves area, as no inverters or routing is needed to carry an inverted clock signal across the design.

To stall the pipeline, the stall signal is first NANDed with the STALL_CLR signal. This creates the STALL_EN signal, which is then ANDed with the global clock. If there is a stall, the clock is turned off and no latches will be triggered. To clear a stall, the STALL_CLR signal is set low.

As mentioned in Chapter 3, synchronous pipelines waste a large amount of power by clocking idle latches. The common solution is clock gating, which is used to shut down the idle parts of the circuit. Another issue with synchronous pipelines is stall boundaries. Stall boundaries are when the stall signal cannot travel to the preceding stages fast enough to stall them before the clock cycle finishes. This ends up with some data being lost, as the latch the data wants to move into is stalled, but the latch it is currently in clocks in new data [11].

Both of these problems contribute to the need for the interlocked synchronous pipeline. Therefore, it would be useful to create a circuit where these issues occur, to allow for comparison with the ISP. However, these problems require large circuits, and it would have been impractical to create such a circuit.

5.2.1 Layout

The synchronous pipeline was designed similarly to the asynchronous pipeline, with the goal of placing the cells to help the data flow from one side to the other. Again, the cells were split
into rows, one for each stage. Without the handshaking logic, only 4 rows were needed. Each row followed the pattern of latch-combinational logic. The stall logic was placed at the right end of the rows, closest to where the stall signal is generated. This put each row at around 13 um. One row of the designed layout is shown in Figure 5.5, with the other three rows looking similar.

Unlike the asynchronous pipeline, the cells for the synchronous pipeline were not manually placed. Instead, the router tool was used, to see if the router would come up with a similar design. While the designed layout makes sense from a human perspective, there was a chance that the router would find a more optimal layout. Figure 5.6 shows the router’s layout.

The main difference between the designed layout and the router’s layout is the placement of the latches. The design placed four latches in each row to spread them evenly across the layout. The router placed three latches in the top row, four in the second row, five in the third row, and four in the last row. The missing latch in the top row may have been moved because the STALL CLR and CLK pins were placed at the top of the design. The NAND/AND gates for the stall logic with those signals may have taken the place of that fourth latch.

The pins were placed so that all of the input pins were placed at the top and all of the output pins were placed at the bottom. The ideal data flow would then be from top to bottom. The router did not follow this pattern. If it had, the top row would have three latches from the first stage. Instead, the top row has two latches from the first stage, and placed the other two at the
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Figure 5.6: Layout of the Synchronous Pipeline
bottom of the design. This means that the input data has to travel from the top of the design all the way to the bottom row to reach those two latches. Placements like this increased the routing, so it would have been better to place the cells as they were in the designed layout.

5.3 Interlocked Synchronous Pipeline

The interlocked synchronous pipeline is based off the synchronous design with its global clock network. Each latch is augmented by the addition of two other latches: one for the valid bit and one for the stall bit. The stall latches are clocked on opposite edges of the global clock signal, as with the synchronous pipeline. The output of the stall latch is then combined with the clock signal to latch the valid latch. This results in the valid latch only getting clocked when there isn’t a stall. The clock for the valid latch and the input to the valid latch are then combined to clock the data latch. This setup is arranged so the data latch is clocked only when the data is valid and there isn’t a stall. The last piece of logic in the latch circuitry is that the input to the stall latch is ANDed with the output of the valid latch. This clears the stall if the data is invalid, allowing the data latch to overwrite the invalid data with valid data while the rest of the pipeline is stalled. The ISP latch circuitry was shown in Figure 3.6

For the ISP, the stall is ANDed with the STALL_CLR signal. It is then ORed with the stall signal coming from the stage 4 latches so it can override the stall handshaking signals. To clear the stall, STALL_CLR is set low.

5.3.1 Layout

The latch circuitry consists of three latches, two ANDs, and one NOR. In order to keep these elements together, the six gates were routed together into a “latch stage”.

The pipeline was designed to flow from top to bottom to optimize the pin placements.
Each row of the layout consists of the four latches from one stage along with the logic gate that follows each latch. The logic gates are placed to the right of their respective latches, similar to the original synchronous layout design. As all of the rows are ordered the same way, all the latches of each bit are placed in a roughly vertical stack. This minimizes the routing.

The final layout has four rows, each around 47 um wide, and is a total of 12 um tall. The height is the same as the synchronous pipeline, as the number of rows is the same, but the width is longer. The extra width comes from the additional logic in the latch circuitry.
Chapter 6

Results

6.1 Functionality & Timing

The following sections show in detail the operation of each pipeline. All three pipelines use the same series of inputs so that they can be fairly compared. The input sequence is shown in Table 6.1.

6.1.1 Asynchronous Pipeline

Figure 6.1 shows the output waveform for the asynchronous pipeline. Signals Ain through Din are the inputs for bits A through D. Signals Aout through Bout are the output signals from bits A through D. Signal D4d is the stall signal taken from the pipeline logic. STALL_CLR is the signal used to clear the stall. STALL_EN is the final stall signal after STALL_CLR has been taken into account. When STALL_EN is low, the pipeline is stalled. The last signal is the Reset signal. A period of reset is required to set all the handshaking signals high before pipeline operation so that data can move through it.

The five black rectangles mark where each of the inputs are entered into the circuit. The
### Table 6.1: Input sequence for all three pipelines

<table>
<thead>
<tr>
<th>Input Number</th>
<th>Input [hex]</th>
<th>Expected Output [hex]</th>
<th>Stall</th>
<th>Notes</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>2</td>
<td>8</td>
<td>0</td>
<td>–</td>
</tr>
<tr>
<td>2</td>
<td>D</td>
<td>0</td>
<td>0</td>
<td>–</td>
</tr>
<tr>
<td>3</td>
<td>8</td>
<td>9</td>
<td>0</td>
<td>This input creates a stall for the next cycle</td>
</tr>
<tr>
<td>4</td>
<td>F</td>
<td>9</td>
<td>1</td>
<td>The output should not change due to the stall and should continue to be 9.</td>
</tr>
<tr>
<td>5</td>
<td>F</td>
<td>0</td>
<td>0</td>
<td>The stall is cleared. The output is allowed to change.</td>
</tr>
</tbody>
</table>

Figure 6.1: Waveform for the asynchronous pipeline
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Figure 6.2: Close up of input/output transition for the asynchronous pipeline

inputs are entered every 10 ns. This is done to match the asynchronous pipeline to the synchronous and ISP pipelines, which run off a 200 MHz clock. A stall occurs in column 3. This stall prevents data from traveling through the pipeline, which can be seen in column 4, where the input changed to F but the output did not change to 0. STALL_CLR is deasserted in column 5, and STALL_EN returns high shortly after. This allows data to resume moving through the pipeline, and the output switches to 0.

Data takes 500 us to move through the pipeline, as shown by Figure 6.2.

Figure 6.3 shows data moving through all four stages for bit A. The first four signals are the values at each latch. The next two signals, R2a and A2a, are the request and acknowledge signals for stage 2. R3a and A3a are the request and acknowledge signals for stage 3. L3a is the latch enable for stage 3. STALL_EN, STALL_CLR, and Reset are the same as in the
Figure 6.3: Data moving through bit A in the asynchronous pipeline

The request and acknowledge signals start off as random values at the beginning of the simulation because they are internal signals and therefore not set to any value. After reset, they are set to their proper values: high for request and low for acknowledge. The acknowledge signal is inverted before it reaches the C-Element, so a low value here means a high value for the C-Element. The request and acknowledge signals stay at their respective values throughout the simulation, allowing data to pass through the pipeline, until the stall occurs. The stall starts at roughly 50.5 ns, when STALL_EN goes low. This causes L3a to go low, which in turn causes R3a to go low and A3a to go high. Latch 3 is now disabled and has told its neighbors that it is not accepting new data.

The value of Q2a goes low at the 60 ns mark. This is due to Bin changing value, which was shown in Figure 6.1. This change does not propagate to latch 3 because latch 3 is stalled. When the stall is cleared at 70 ns, the data can continue moving and latch 3 is allowed to update its value.

The input data travels through the pipeline as expected, with each latch switching shortly
after the one before it. This can be seen in more detail in Figure 6.4.

Ain has the longest transition time because the change is generated from the test bench, while the other signals are latches changing value. The latches take around 100 us to switch. The latches begin to switch when the previous latch is at roughly 50% VDD, or 0.5 V.

6.1.2 Synchronous Pipeline

The waveform for the synchronous pipeline is shown in Figure 6.5. The first four signals, Ain through Din, are the inputs. The next four signals, Aout through Dout, are the outputs. G_CLK is the global clock. This clock is generated by the test bench. The next signal, CLK, is the clock that is used to clock all the latches. This clock is a combination of G_CLK and the stall condition. The last three signals are for the stall. D4_Stall is the stall signal generated by the pipeline (called D4d in the asynchronous pipeline), STALL_CLR is the clear signal, and EN is the STALL_EN signal. As there are no internal handshaking signals, the pipeline does not need to be reset, and therefore there is no Reset signal.

The synchronous pipeline runs off the global clock signal, with new inputs introduced at
Figure 6.5: Waveform for the synchronous pipeline
each rising edge. The inputs follow the same pattern as described in Table 6.1. As mentioned in Chapter 4, the pipeline design only gives five different outputs for the full range of 16 inputs, and of those five only one output sets Bout and Cout high. This leads to a problem in the synchronous pipeline: since Bout and Cout never change, they stay at 0 V for the entire simulation. The noisiness in their waveform is related to this. In simulations where Bout and Cout can become high, there is no noisiness when they are low.

Aside from the noisiness, the pipeline operates correctly. The inputs are entered on the rising edge of the clock and appear at the output 1.5 cycles later, at the falling edge of the clock. When the stall occurs, data stops moving through the pipeline. The stall starts at 35 ns, in the fourth rectangle. The stall condition forces CLK low. Without the switching of the clock, the latches can no longer activate. When STALL_CLR is deasserted at 45 ns, the stall is cleared, and CLK resumes operation. Data moves through the pipeline again and then shows up at the output at around 50 ns, half a clock cycle after the stall was cleared.

The transfer of data between latches is shown in Figure 6.6.

Data moves through the pipeline with every clock edge. Ain falls at 5 ns with the positive clock edge. QA2, the signal from the second latch, rises at 10 ns with the negative edge. QA3 falls with the positive edge, and Aout rises with the negative edge. It therefore takes 1.5 clock cycles for the change in Ain to propagate to Aout. The stall can be seen at the 40 ns mark. No data changes with the negative edge.

### 6.1.3 Interlocked Synchronous Pipeline

The interlocked synchronous pipeline (ISP) operates very similarly to the synchronous pipeline. Figure 6.7 shows the waveforms for the ISP. Ain through Din are the inputs, Aout through Dout are the outputs, CLK is the global clock, and D4d, STALL_CLR, and STALL_EN are the stall signals.
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Figure 6.6: Data moving through bit A in the synchronous pipeline

Figure 6.7: Waveform for the interlocked synchronous pipeline
The inputs for the ISP are the same as for the asynchronous and synchronous pipelines. The same problem with Bout and Cout being noisy occurs as it did in the synchronous pipeline. The major difference between the ISP and the synchronous pipeline is how long it takes data to move through the pipeline. The synchronous pipeline takes 1.5 clock cycles. The ISP takes only 0.5 clock cycles. The reason for this can be seen in Figure 6.8.

Like the synchronous pipeline, the latches of the ISP are clocked on alternating clock edges. However, while the synchronous pipeline uses latches built to use the negative edge of the clock, the ISP uses an inverted clock signal for those latches. At 10 ns, the rising edge of ClkB triggers latch 3. The data travels through the logic and arrives at latch 4. The expected operation is that the data then waits at latch 4 until latch 4 is clocked at the next negative edge of the clock, at 20 ns. The latches are not triggered by the change in the clock signal, though, but by the value of the clock being low. At 10 ns the CLK signal falls, making latch 4 transparent to new data for the next 5 ns. The new data from latch 3 arrives at latch 4 and is then picked up immediately. The end result is that latch 3 and latch 4 are both transparent from 10 ns to 15 ns. The same principal occurs with latches 1 and 2, which causes the latency
Figure 6.9: Data, valid, and stall signals for bit A for the ISP

to be only 0.5 cycles.

Figure 6.9 shows the ISP operation with the valid and stall signals for bit A. The first four signals are the four latches for bit A. VAin is the valid signal for the first latch, generated by the test bench, and signals A2v through A4v are valid signals for the other stages. A1s through A3s are the stall signals for stages 1 to 3. SAin is the stall for the last stage, which is generated by the test bench. Finally there are the CLK and the STALL_CLR signals. SAin is always low because the stall occurs before stage 4 and only affects stages 1 through 3. A4v is always high because the inputs are set up so that the stall clears out all invalid data before it reaches stage 4.

The area of interest for this waveform is captured within the box. At 30 ns, the stall signal (not shown) goes high. The stall for stage 3, A3s, immediately goes high because of this. At the next positive edge of the clock, the stall for stage 2, A2s, is updated and goes high. The stall for stage 1 does not go high until a cycle later. This is because of the invalid data in the pipeline. At 35 ns, Ain is given the value of 0. This data is marked invalid by VAin. When the stall reaches the invalid data at stage 1, they cancel each other out. The valid data entered at
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The areas of the three pipelines are shown in Table 6.2.

<table>
<thead>
<tr>
<th>Pipeline</th>
<th>Width [(\mu\text{m})]</th>
<th>Height [(\mu\text{m})]</th>
<th>Area [(\mu\text{m}^2)]</th>
</tr>
</thead>
<tbody>
<tr>
<td>Asynchronous</td>
<td>27</td>
<td>23.14</td>
<td>624.78</td>
</tr>
<tr>
<td>Synchronous</td>
<td>12.75</td>
<td>11.94</td>
<td>152.235</td>
</tr>
<tr>
<td>ISP</td>
<td>47.15</td>
<td>11.94</td>
<td>562.971</td>
</tr>
</tbody>
</table>

Table 6.2: Areas of the three pipelines

45 ns can move into stage 1 because the stall is still low. This overwrites the invalid data. Now that the data is valid, the stall goes high to prevent the valid data from being overwritten. This can be seen at 50 ns, where A2v and A1s both go high.

This setup is analogous to Figure 3.7. Because of the invalid data, the length of the stall is shortened for stage 1. Stage 3 has a stall of 35 ns (3.5 clock cycles) while stage 1 is only stalled for 20 ns (2 clock cycles).

6.2 Area

The areas of the three pipelines are shown in Table 6.2.

The synchronous pipeline is the clear winner in terms of area. The asynchronous pipeline is larger because of the extra handshaking logic, while the ISP is larger because it has two extra latches per stage. These numbers show that despite the ISP having three times the number of latches, it is still smaller than the asynchronous pipeline. However, the asynchronous pipeline has eight rows of cells instead of four, like the synchronous pipeline and ISP do. The extra space between the additional rows makes the asynchronous pipeline appear larger than it actually is. A more fair comparison can be done by looking at the gates making up each pipeline. Table 6.3 shows the breakdown of each pipeline in terms of its gates. For this comparison, the ISP stage (the three latches plus the latch circuitry) is broken down into its individual gates.

The asynchronous pipeline has extra inverters due to inverting the acknowledge signal. The extra OR gates are for resetting the handshaking signals. The ISP’s extra gates comes from the
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<table>
<thead>
<tr>
<th>Gate</th>
<th>Asynchronous</th>
<th>Synchronous</th>
<th>ISP</th>
</tr>
</thead>
<tbody>
<tr>
<td>INV</td>
<td>16</td>
<td>5</td>
<td>9</td>
</tr>
<tr>
<td>NAND</td>
<td>6</td>
<td>7</td>
<td>5</td>
</tr>
<tr>
<td>NOR</td>
<td>2</td>
<td>2</td>
<td>22</td>
</tr>
<tr>
<td>AND</td>
<td>4</td>
<td>0</td>
<td>33</td>
</tr>
<tr>
<td>OR</td>
<td>25</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>C-Element</td>
<td>16</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>Latches</td>
<td>16</td>
<td>16</td>
<td>48</td>
</tr>
<tr>
<td>Total</td>
<td>85</td>
<td>30</td>
<td>117</td>
</tr>
</tbody>
</table>

Table 6.3: Number and types of gates in each pipeline

<table>
<thead>
<tr>
<th>Pipeline</th>
<th>Total Area [um(^2)]</th>
<th>Gate Area [um(^2)]</th>
</tr>
</thead>
<tbody>
<tr>
<td>Asynchronous</td>
<td>624.78</td>
<td>313.272</td>
</tr>
<tr>
<td>Synchronous</td>
<td>152.235</td>
<td>79.002</td>
</tr>
<tr>
<td>ISP</td>
<td>562.971</td>
<td>309.51</td>
</tr>
</tbody>
</table>

Table 6.4: Areas of the three pipelines in terms of gates only

2 additional latches, 2 AND gates, and 1 NOR gate for each of the 16 latches. The synchronous pipeline has only three extra gates: two NANDs and an inverter for the stall logic.

Using these gate counts and the gate dimensions from Table 4.2, the areas of the pipelines are shown in Table 6.4.

The synchronous pipeline is still the smallest pipeline, at around 25% the size of the other two. The asynchronous pipeline is still larger than the ISP but the difference between them is now too small to be significant.

6.3 Latency & Throughput

The latency of each pipeline is how long it takes for the input data to affect the output signals. Typically this is measured in clock cycles. Using this method, the synchronous pipeline has a latency of 1.5 clock cycles and the ISP has a latency of 0.5 clock cycles. The asynchronous
pipeline does not have a clock and cannot be measured this way. The other method of measuring latency is to go by time units. The asynchronous pipeline has a latency of 500 us, as shown earlier. The synchronous pipeline and ISP have a latency of 15,000 us and 5,000 us, respectively. However, this is not a fair comparison. The data transfer for those two pipelines is limited by the clock frequency. If the clock was faster, the synchronous pipeline and ISP would operate closer to the speed of the asynchronous pipeline. They would still be hindered by the clock though and thus remain slightly slower than the asynchronous pipeline.

The throughput of a pipeline is how much data can move through it in a given time. Since the input data is entered every 10 ns, the maximum throughput possible is one output per clock cycle. This equalizes the asynchronous pipeline and the ISP for this type of comparison. The synchronous pipeline falls behind as it needs an extra half cycle to finish processing one input. The ISP has the additional feature of valid bits, however, which has the potential to increase its throughput. If invalid data goes through an asynchronous or synchronous pipeline, that data will end up at the output. There is no way to remove it. If a stall occurs in an ISP pipeline, the timing may work out so that the invalid data is canceled out by the stall and more valid data can fill the pipeline. The end result could be, for example, that the asynchronous and synchronous pipeline output 5 valid outputs and 2 invalid ones, while the ISP could output 7 valid ones. The throughput in terms of valid vs invalid data is dependent on the timing of the stalls and cannot be directly measured, but it must be noted as an occasional benefit of the ISP.
Chapter 7

Discussion

The goal of the interlocked synchronous pipeline (ISP) is to reduce power consumption by adding handshaking signals to synchronous pipelines. Unfortunately, power could not be measured with the development tools used. Instead, other metrics have to be looked at to judge the usefulness of the ISP.

The first metric is area. Area is directly related to power because the larger the area used, the more gates are in the circuit, and more gates will use more power. Compared to the synchronous pipeline, the ISP is 3.7 times larger. In terms of cell area only, the ISP is 3.9 times larger. The increase is due to the extra latches. The ISP is closer in size to the asynchronous pipeline, but this comparison is not important. Designers are highly unlikely to switch from asynchronous pipelines to an ISP as there are no real benefits moving in this direction. While there are benefits moving from the synchronous pipeline to the ISP, the large area increase will put many designers off. Larger area not only leads to more power, but also requires a larger die. A larger die size means that the cost of making the chip will increase, on top of the cost for the extra design work needed.

In terms of timing, the asynchronous pipeline performed the best. This is to be expected.
One of the main advantages of the asynchronous pipeline is its speed, and this work proved that this is true. Between the ISP and the synchronous pipeline, the ISP performed better. However, this may be a flaw in the design. Since the latches are driven by the value of the clock and not the edge itself, having a negative version of the clock led to two stages operating at once in the ISP. The synchronous pipeline used latches built for the negative edge of the clock so only one clock signal was needed, which avoided this problem. If the two pipelines had used the same clock method, either both having a negative version of the clock or both using negative edge latches and one clock, or if the latches had been designed to be properly edge triggered, they likely would have had the same speed.

The main attraction of the ISP is its ability to deal with stalls and invalid data. Stalls occur very frequently in digital circuits, especially in processors that have to deal with branch instructions and memory operations. Local stall signals that don’t require long, timing critical signals, would make the circuit design simpler. Removing invalid data instead of stalling is also convenient as it allows more data to be processed. There is no way to do this with synchronous pipelines without adding additional circuitry to flush the data path.

The final point to consider is the ability to use synchronous tools to generate the ISP. One of the biggest hurdles in creating large asynchronous pipelines is that there exist very few development tools that can handle them. The ISP aims to make an asynchronous-like design that can be created with the common synchronous pipeline development tools. These development tools were not used for this project, and therefore there is no concrete data that shows if the ISP can or cannot be used with them. However, in theory it should work. From an RTL standpoint, a designer only has to replace the latch or flop definition with an ISP stage. The valid and stall signals can be wired the same way the rest of the design is. From a physical design standpoint, the designer will need a standard ISP stage cell. Letting a synthesis tool place all the gates required for the ISP stage manually will likely result in poorly optimized placements. Creating
a standard cell that routes all the gates together will work more effectively, but requires that a
designer spends the time to build such a cell.

To summarize, the advantages of the ISP are that it has locally generated stalls, the ability
to remove invalid data during stalls to increase throughput, and a potentially faster cycle time.
The disadvantages are that it requires extra work to implement and the area is close to 4 times
the size of the synchronous pipeline. Compared to the asynchronous pipeline, the ISP has
around the same area and is easier to implement, but it operates slower.

Whether or not the ISP is a worthwhile alternative to synchronous pipelines is based on the
design. A digital circuit that only cares about throughput may like the ISP for its invalid data
removal and not care about the area. On the other hand, a microprocessor could not handle the
area increase. Power is also an important factor, and the expected power increase would likely
dissuade most designers.
Chapter 8

Conclusion

The paper “Synchronous Interlocked Pipelines” by Jacobson et al. introduces the concept of an interlocked synchronous pipeline (ISP) as an alternative to synchronous pipelines. To test the effectiveness of this new pipeline, an asynchronous pipeline, synchronous pipeline, and ISP were built in a generic 45 nm library. All three pipelines were built off the same pipeline logic design so that they could be readily compared. The waveforms for each pipeline were analyzed to prove that the pipeline worked correctly and could handle stalls.

The pipelines were compared in terms of area, timing, and throughput. For area, the asynchronous and ISP were nearly four times the size of the synchronous one. For timing, the asynchronous pipeline processed data the fastest. This ended up being a poor metric because the clock speed of the synchronous pipeline and ISP could have been increased to allow them to match the asynchronous speed. In addition, the ISP’s clock was designed differently from the synchronous pipeline’s clock, which allowed it to perform faster than it should have. Ignoring timing differences, the ISP had the highest throughput. Due to its valid/stall handshaking signals, it has the potential to remove invalid data and allow valid data to continue to be processed during a stall. Under the right conditions, the ISP could remove all invalid data in
the pipeline and thus have a higher valid throughput than the asynchronous and synchronous pipelines, which have no way to clear invalid data.

Other metrics that could not be compared are power and the ease of creating the ISP with synchronous tools. The latter is theorized to be simple, though it would require extra design work to setup. The former could not be measured with the tools used. As power is an important metric to consider when designing a pipeline, the fact that it could not be measured severely limits the ability to determine which of the three pipelines is the best choice.

The choice of pipeline ultimately depends on the type of digital circuit being designed. For microprocessors, it would be better to stick to synchronous pipelines. The area increase, and likely power increase due to the extra gates, would not be acceptable. However, there are likely applications were the ISP’s ability to remove invalid data makes the area increase worthwhile.

More work could be done with the three pipelines to determine the advantages and disadvantages. Recreating the pipelines with a tool that could measure power consumption would be the highest priority. Aside from that, the pipelines could also be modeled in RTL. The ease at which they could be coded and synthesized would prove whether or not the ISP could be used with synchronous design tools. Finally, larger circuits could be explored. With a four stage pipeline, some of the problems with synchronous pipelines that the ISP tries to fix could not occur. For example, the circuit is too small to experience stall boundaries, where the stall cannot propagate fast enough to stop the clock from clocking in new data. There are also no timing constraints on the data paths in the pipeline because of the small logic depth. Creating a larger digital circuit that experiences these issues could provide evidence of the ISP being a worthwhile choice.
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Appendix I

Schematics

This appendix contains the schematics for all of the gates and pipelines created for this project.
Figure I.1: Schematic of the INV
Figure I.2: Schematic of the NAND
Figure I.3: Schematic of the NOR
Figure I.4: Schematic of the AND

Figure I.5: Schematic of the OR

Figure I.6: Schematic of the C-Element
Figure I.7: Schematic of the positive edge triggered LATCH
Figure I.8: Schematic of the negative edge triggered LATCH

Figure I.9: Schematic of the ISP Stage
Figure I.10: Schematic of the Asynchronous Pipeline

Figure I.11: Schematic of the Synchronous Pipeline
Figure I.12: Schematic of the Interlocked Synchronous Pipeline
Appendix II

Layouts

This appendix contains the layouts for all of the gates and pipelines created for this project.
Figure II.1: Layout of the INV
Figure II.2: Layout of the NAND
Figure II.3: Layout of the NOR
Figure II.4: Layout of the AND
Figure II.5: Layout of the OR
Figure II.6: Layout of the C-Element

Figure II.7: Layout of the positive edge triggered LATCH
Figure II.8: Layout of the negative edge triggered LATCH

Figure II.9: Layout of the ISP Stage
Figure II.10: Layout of the Asynchronous Pipeline
Figure II.11: Layout of the Synchronous Pipeline

Figure II.12: Layout of the Interlocked Synchronous Pipeline